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Abstract—The fourth industrial revolution envisions industry
manufacturing systems to be software driven where mundane
manufacturing tasks can be automated. As software is perceived
as an integral part of this vision, discovering vulnerabilities is
of paramount of importance so that manufacturing systems are
secure. A categorization of vulnerability discovery strategies can
inform practitioners on how to identify undiscovered vulnera-
bilities in software. Recently researchers have investigated and
identified vulnerability discovery strategies used in open source
software (OSS) projects. The efficacy of the derived strategy
needs to be validated by obtaining feedback from practitioners.
Such feedback can be helpful to assess if identified strategies are
useful for practitioners and possible directions the derived vul-
nerability discovery strategies can be improvised. We survey 51
practitioners to assess if four vulnerability discovery strategies:
diagnostics, malicious payload construction, misconfiguration,
and pernicious execution can be used to identify undiscovered
vulnerabilities. Practitioners perceive the strategies to be useful:
for example, we observe 88% of the surveyed practitioners to
agree that diagnostics could be used to discover vulnerabilities.
Our work provides evidence of usefulness for the identified
strategies.

Index Terms—bug report, perception, survey, strategy, vulner-
ability

I. INTRODUCTION

In January 2019, a security tester disclosed four 36 year-
old vulnerabilities in the source code of secure copy protocol
(SCP) [1]. SCP is an open source software (OSS), which is
maintained by the OpenBSD organization [2]. The security
tester constructed a malicious file to discover the vulnerabili-
ties [3]. Despite the use of software engineering practices, such
as code auditing [4] and testing [2], the vulnerabilities in SCP
source code remained undiscovered. Tools that use SCP, such
as, OpenSSH 1 and Putty 2, have thousands of users and would
have not been negatively impacted if the vulnerabilities were
discovered early. The knowledge of constructing a malicious
file for vulnerability discovery might have helped OpenBSD
contributors to identify the vulnerabilities earlier, instead of a
security tester discovering them in 2019.

Knowledge related to vulnerability discovery strategy could
be of great importance to practitioners who are involved
in developing critical software systems. Understanding and
applying vulnerability discovery strategy can help practitioners
discover vulnerabilities early in software systems preventing

1https://www.openssh.com/
2https://www.putty.org/

malicious users from attacking software systems. Practitioners
perceive software to be an integral part of the fourth industrial
revolution, and latent vulnerabilities in software can provide
malicious users to conduct large-scale cybersecurity attacks.

In recent work, Bhuiyan et al. [5] investigated vulnerability
discovery strategies used in OSS projects. They identified four
vulnerability discovery strategies: diagnostics, malicious pay-
load construction, misconfiguration, and pernicious execution.
They reported the frequency of the identified vulnerability
discovery strategies used in OSS. One limitation of their work
is validation with practitioners: they did not synthesize prac-
titioners perceptions of the identified strategies. Addressing
such limitation is important as practitioner agreement with
the identified strategies can provide validation and evidence of
usefulness for the identified strategies. Practitioner disagree-
ments can reveal for which reasons identified strategies may
not work and how research conducted by Bhuiyan et al. [5]
can be improved by considering practitioner context.

We answer the following research question: RQ: How do
practitioners perceive the identified vulnerability discovery
strategies?

We conduct a survey with 51 practitioners to assess if
practitioners perceive the identified strategies to be helpful in
identifying undiscovered vulnerabilities. Our contribution is a
survey of how practitioners perceive the identified vulnerabil-
ity discovery strategies (Section III).

We organize the rest of the paper as follows: we describe the
methodology and results respectively, in Sections II and III.
We discuss our findings and implications in Section IV. We
discuss related work in Section V and conclude the paper in
Section VI.

II. METHODOLOGY

Bhuiyan et al. [5] did qualitative analysis on the text content
of OSS bug reports available from the Mozilla organization.
They identified 312 bug reports that describe what strategies
security testers applied to discover the vulnerability using
some filtering criteria. They used open coding [6] on the
content of bug reports, including comments, attachments,
and description and identified four vulnerability discovery
strategies. They used five datasets to report the frequency of
the identified strategies. Using the metric ‘PropVuln’, they
quantified the proportion of vulnerabilities that were identified
using each strategy.
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TABLE I
NAME AND DEFINITION OF EACH STRATEGIES ALONG WITH PROPORTION OF VULNERABILITIES DISCOVERED BY EACH STRATEGY. HIGHLIGHTED

CELLS IN GREEN INDICATE THE MOST FREQUENTLY OCCURRING STRATEGY FOR A DATASET.

Strategy Definition Frequency
Chrome Eclipse Mozilla OpenStack PHP

Diagnostics The strategy of inspecting software source code or
software logs to discover vulnerabilities.

10.0% 62.9% 13.4% 52.1% 15.3%

Misconfig The strategy of identifying and altering one or
multiple configurations of the software to discover
vulnerabilities.

0.8% 8.5% 2.7% 29.4% 17.7%

Payload The strategy of constructing a malicious software
artifact to discover a vulnerability.

86.5% 25.7% 83.2% 16.8% 89.5%

Execution The strategy of identifying a sequence of software
interactions that expose a vulnerability.

2.7% 5.7% 6.8% 4.2% 1.6%

We report the name and definition of the four identified
strategies and their ‘PropVuln’ values for the four strategies as
reported in [5] in Table I. The columns ‘Diagnostics’, ‘Miscon-
fig’, ‘Payload’, and ‘Execution’ respectively, present the four
strategies: diagnostics, misconfiguration, malicious payload
construction, and pernicious execution. Except for Eclipse and
OpenStack, we observe malicious payload construction to be
the most frequent vulnerability discovery strategy. For Eclipse
and OpenStack, the most frequently occurring strategy is diag-
nostics. For Eclipse and OpenStack, respectively, 62.9% and
52.1% of the vulnerabilities are discovered using diagnostics.

We answer our RQ by conducting an online survey with
practitioners. In the survey, we first ask practitioners about
their experience in software engineering. Next, we ask how
long they have been involved in discovering vulnerabilities
in software projects. Then, we ask “We have identified four
strategies to discover vulnerabilities in software by looking at
bug reports from open source software. Each of these strategies
is listed below. To which extent do you agree that each of
our strategies could help you to identify an undiscovered
vulnerability?”. We construct the survey following Kitchen-
ham and Pfleeger’s guidelines [7]: (i) use Likert scale to
measure agreement levels: strongly disagree, disagree, neutral,
agree, and strongly agree; (ii) add explanations related to the
purpose of the study, how to conduct the survey, preservation
of confidentiality, and an estimate of completion time; and
(iii) conduct a pilot survey to get initial feedback. From the
feedback of the pilot survey, we add an open-ended text box
so that survey respondents can provide more context including
feedback on the reasons they agreed or disagreed. We include
the survey questionnaire in our verifiability package [8].

We deploy the survey using e-mails. We use two sources:
first, we use a mailing list maintained by a university-affiliated
organization, which is involved in vulnerability finding initia-
tives, such as ‘capture the flag’ and ‘bug bounty’ programs.
The mailing list includes e-mail addresses of 153 practitioners.
Second, we use 1,025 unique e-mail addresses from our
collection of bug reports from Chrome, Eclipse, Openstack,
and PHP. We select 300 from the set of 1,178 e-mail addresses
by applying stratified sampling [9], [10]. In stratified sampling,
samples are randomly selected from each group within the
population so that the constructed random sample reflects

the same proportionate distribution of each group [9], [10].
The sample includes 30 e-mail addresses from the university-
affiliated mailing list and 270 e-mail addresses from the OSS
bug reports. Our assumption is that by collecting responses
from practitioners who are involved in the vulnerability dis-
covery process either in the industry or outside the industry,
we can assess the relevance of our identified strategies.

We offer a drawing of two 50 USD Amazon gift cards as
an incentive for participation following Smith et al. [11]’s
recommendations. We conduct the survey from January 10,
2020 to November 15, 2020 following the Internal Review
Board (IRB) protocol#2242.
Limitation: Our survey is subject to internal validity as
we might have used phrases in the survey that could be
ambiguous to survey participants. We mitigate this limitation
by conducting a pilot study with a volunteer. The volunteer
reported not to face any issues related to comprehension,
ambiguity, or readability.

III. RESULTS

We summarize survey results in Figure 1, where the strate-
gies are sorted from top to bottom based on the agreement
rate. The percentage of survey respondents who agreed or
strongly agreed with each category is listed on the right. The
agreement rate is 88%, 80%, 76%, and 75% respectively, for
diagnostics, misconfiguration, malicious payload construction,
and pernicious execution. Of the 300 practitioners, 51 prac-
titioners responded to the survey. We observe the median
reported experience in software engineering to be 4 years
(min=1 year, max=30 years). Surveyed practitioners reported
a median of 2 years of experience in vulnerability discovery
(min=1 year, max=20 years).
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Fig. 1. Findings from survey. The most agreed upon strategy is diagnostics.



The survey respondents also provided comments on why
they agreed, disagreed, or remained neutral. One survey
respondent agreed with all identified strategies stating “I
have seen all of them work before and they are effective
at finding vulnerabilities”. One respondent expressed a lack
of experience in malicious payload construction saying “I
don’t know how much impact a malicious payload has, but
it sounds like it’s important so I put neutral”. One respondent
disagreed with malicious payload construction stating the strat-
egy to be“situationally beneficial”. The respondent perceived
the success of finding vulnerabilities using malicious payload
construction to be dependent on developer mistakes in source
code. Another respondent suggested that other strategies may
exist, which are not included in our list: “There may be more
strategies added as we go on identifying more and more
CVEs”.

IV. DISCUSSION

Despite disagreements we observe an overall agreement
from the surveyed practitioners for all the identified strategies.
We observe an agreement rate of >= 75% for all the identified
strategies. Our survey results provide further practitioner vali-
dation to the strategies identified by Bhuiyan et al. [5]. Results
presented in Figure 1 provide evidence that practitioners who
are interested in early discovery of vulnerabilities can leverage
the four strategies to identify latent vulnerabilities.

Srikanth and Menzies [12] stated “Documenting developer
beliefs should be the start, not the end, of software engineering
research. Once prevalent beliefs are found, they should be
checked against real-world data”, suggesting software engi-
neering researchers to complement practitioner survey data
with software repository data. We have complemented prac-
titioner survey results with strategy frequency results mined
from OSS bug reports in Bhuiyan et al. [5]. We observe
congruence: diagnostics is the most agreed-upon strategy, and
also the most frequently occurring strategy for Eclipse and
OpenStack.

We also observe practitioner responses to be rooted in
personal beliefs and experiences, which has previously been
documented for software quality research [13]. For example,
in Section III we observe a practitioner to express skepticism
about malicious payload construction. Skeptic practitioners
might benefit from more details such as definitions, examples,
and subcategories related to malicious payload construction
and how frequently the strategy is used in software projects.
Practitioners often prefer to learn through the experiences
of their peers i.e., other practitioners working in the same
domain [14]–[16]. We advocate practitioners who are inexpe-
rienced in vulnerability discovery to learn from the presented
results in our paper as survey results how the strategies are
validated and our results are a synthesis of strategies used by
security testers.

Ethical Disclosure of Vulnerabilities: Disclosure of software
vulnerabilities have a negative impact on a software product’s
economic value [17]. Regardless of what strategy is being
used, if a new vulnerability is discovered, then practitioners

must follow the best practices when reporting the vulnerability.
Practitioners may learn from existing vulnerability reporting
philosophies used by IT organizations [18]–[20] that include
(i) mutual agreement on vulnerability disclosure dates, and (ii)
not attempting to access project or user data that may result
from the vulnerability exploit.

V. RELATED WORK

Our paper is related to software engineering research that
has used bug reports for vulnerability analysis and has focused
on security testers. Researchers have used OSS bug reports
to characterize and identify software vulnerabilities. Shin and
Williams [21] mined Mozilla bug reports to construct fault
prediction models and reported that the models could be
used to predict vulnerable source code files automatically.
In another work, Zhe et al. [22] mined Mozilla bug reports
to construct vulnerability datasets, and applied active learn-
ing to improve vulnerability detection efficiency. Researchers
have also applied qualitative analysis to characterize software
vulnerabilities. Linares-Vasquez et al. [23] applied qualitative
analysis on Android bug reports and identified the ‘Linux
Kernel’ component of Android to contain 46% of the studied
634 vulnerabilities. Using bug reports Santos et al. [24]
identified 44 root causes for architectural vulnerabilities in
three software projects. Prior research has also focused on
security testers i.e., practitioners who discover software vul-
nerabilities. Smith et al. [25] observed security testers to
face barriers when using static analysis tools for vulnerability
discovery. Rahman and Williams [26] studied the knowledge
needs of inexperienced security testers and observed limited
availability of resources to discover software vulnerabilities.
Ceccato et al. [27] modeled behaviors of security testers on
how they diagnose source code to find vulnerabilities. Munaiah
et al. [28] studied system call logs from a Capture the Flag
competition and observed security testers to perform a set
of computational activities in chronological order. Votipka et
al. [29] interviewed software testers and security testers and
reported that even though software and security testers perform
the same computational and cognitive processes, the outcome
is different for software testers compared to that of security
testers. Fang and Hafiz [30] studied vulnerability reporting
practices using a survey with 58 security testers and observed
security testers to not collaborate with software vendors when
reporting buffer overflow vulnerabilities. The research paper
closest in spirit to our paper is research conducted by Bhuiyan
et al. [5] who investigated vulnerability discovery strategies
used in OSS projects and reported four vulnerability discovery
strategies along with their frequency in OSS projects.

Our discussion above highlights a lack of research that
studies practitioner perception on research related to vulner-
ability discovery strategies in the OSS domain. We address
this research gap by conducting a survey of how practitioners
perceive vulnerability discovery strategies.



VI. CONCLUSION

Bringing the fourth industrial revolution into reality will
require secure development of software that is being used in
industrial automation systems. Software is an integral part of
the the fourth industrial revolution and latent vulnerabilities in
software can provide malicious users to conduct cybersecurity
attacks. While researchers have derived strategies to discover
vulnerabilities, how practitioners perceive the identified strate-
gies remain under explored. We conduct a survey with 51
practitioners to assess if previously identified four strategies
have relevance to practitioners. From our survey, the most
and least agreed upon strategy is, respectively, diagnostics and
pernicious execution. We hope our paper will facilitate further
research in the domain of vulnerability discovery.
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